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source("create\_monthly\_price.R")  
source("model\_selection\_function.R") # function for model selection  
source("ols\_function.R")  
source("t\_test\_function.R")   
source("generate\_data\_functions.R")  
source("expanding\_window\_forecast\_function.R") # function for forecasting using expanding windows  
source("rolling\_window\_forecast\_function.R") # function for forecasting using rolling windows  
library("quantmod")

# Fetch Data

getSymbols(Symbols ="GNP",src = "FRED",warnings = FALSE)

## [1] "GNP"

Y <- as.matrix(GNP[,1])  
DY <- diff(Y)/Y[1:(dim(Y)[1]-1),]  
head(DY)

## GNP  
## 1947-04-01 0.01196435  
## 1947-07-01 0.01478570  
## 1947-10-01 0.04094274  
## 1948-01-01 0.02357260  
## 1948-04-01 0.02587849  
## 1948-07-01 0.02420397

tail(DY)

## GNP  
## 2022-04-01 0.022580326  
## 2022-07-01 0.017074777  
## 2022-10-01 0.015584918  
## 2023-01-01 0.014233663  
## 2023-04-01 0.009771869  
## 2023-07-01 0.019756463

keep\_data <- seq(from = as.Date("1960-01-01"), to = as.Date("2019-10-1"), by = "quarter")  
Y\_new = as.matrix(Y[as.Date(rownames(Y)) %in% keep\_data,]) # precovid data  
DY\_new = as.matrix(DY[as.Date(rownames(DY)) %in% keep\_data,])  
colnames(DY\_new) = "GNP Growth"  
n\_obs = dim(DY\_new)[1]  
DY\_new\_date = as.Date(row.names(DY\_new))  
  
plot(x = DY\_new\_date, y = DY\_new,xlab='time',ylab='GNP Growth',type='l',col="black")
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basicStats(DY\_new)

## GNP.Growth  
## nobs 240.000000  
## NAs 0.000000  
## Minimum -0.024656  
## Maximum 0.056421  
## 1. Quartile 0.010223  
## 3. Quartile 0.020117  
## Mean 0.015709  
## Median 0.014341  
## Sum 3.770248  
## SE Mean 0.000617  
## LCL Mean 0.014494  
## UCL Mean 0.016925  
## Variance 0.000091  
## Stdev 0.009560  
## Skewness 0.368624  
## Kurtosis 2.576997

acf(DY\_new,lag=round(n\_obs^(1/3))) # command to obtain sample ACF of the data
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Box.test(DY\_new, lag = round(n\_obs^(1/3)), type = "Ljung-Box") # applying Ljung and Box (1978) joint test of auto correlations

##   
## Box-Ljung test  
##   
## data: DY\_new  
## X-squared = 154.78, df = 6, p-value < 2.2e-16

pacf(DY\_new,lag=round(n\_obs^(1/3)),main="GNP Growth") # command to obtain sample PACF of the data
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# select the number of lags and model checking

results <- model\_selection(round(n\_obs^(1/3)),DY\_new)  
aic\_values = results$AIC  
bic\_values = results$BIC  
num\_lags\_aic = results$op\_lag\_AIC   
num\_lags\_bic = results$op\_lag\_BIC  
num\_lags\_aic

## [1] 6

num\_lags\_bic

## [1] 2

num\_lags = num\_lags\_aic  
lags\_DY\_new = matrix(NA,nrow = n\_obs, ncol = num\_lags)  
for (i in 1:num\_lags) {  
 lags\_DY\_new[(i+1):n\_obs,i] = as.matrix(DY\_new[1:(n\_obs-i),1])  
}  
intercept = matrix(1,n\_obs)  
X = cbind(intercept,lags\_DY\_new)  
y = DY\_new  
reg\_result = ols(X[(num\_lags+1):n\_obs,],as.matrix(y[(num\_lags+1):n\_obs,1]))  
beta\_hat = reg\_result$beta\_hat  
  
ar\_coeff <- as.numeric(beta\_hat[2:(num\_lags+1)])  
ma\_coeff <- 0  
ACF = acf(DY\_new,lag=round(n\_obs^(1/3)),plot = FALSE) # command to obtain sample ACF of the data  
TACF <- ARMAacf(ar\_coeff, ma\_coeff, lag.max = round(n\_obs^(1/3))) # command to obtain theorical ACF  
plot(c(0:round(n\_obs^(1/3))),ACF$acf,type='l',xlab='Lag',ylab='ACF',ylim=c(-1,1))  
lines(0:round(n\_obs^(1/3)),TACF,lty=2)  
grid(nx = 4, ny = 4)

![](data:image/png;base64,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)

residuals = reg\_result$u\_hat # get the AR model residuals  
acf(residuals,lag=round(n\_obs^(1/3)),main = "GNP Growth") # command to obtain sample ACF of the data
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Box.test(residuals, lag = round(n\_obs^(1/3)), type = "Ljung-Box") # applying Ljung and Box (1978) joint test of auto correlations

##   
## Box-Ljung test  
##   
## data: residuals  
## X-squared = 0.6574, df = 6, p-value = 0.9954

#1. Expanding windows

## Forecasting GNP growth using expanding windows  
## Using AIC  
lag\_choice = NA  
init\_win\_len = 120 # the first 30 years  
num\_step\_ahead = 8 # 1 to 8 steps ahead forecastes   
prediction\_results = expanding\_window(y = DY\_new, init\_win\_len = init\_win\_len, pre\_sel\_num\_lags = lag\_choice, num\_step\_ahead = num\_step\_ahead, sel\_method = 'aic')  
yhat\_f\_aic <- prediction\_results$forecast  
  
y\_f\_aic <- prediction\_results$actual\_value  
  
## Plot  
plot(x = DY\_new\_date[121:n\_obs], y = y\_f\_aic, xlab='time',ylab='GNP Growth',type='l',col="yellow")  
lines(x = DY\_new\_date[121:n\_obs],y = yhat\_f\_aic[,1],lty=2, col = 4)  
lines(x = DY\_new\_date[121:n\_obs],y = yhat\_f\_aic[,8],lty=3, col = 2)
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## Root mean square forecast errors  
forecast\_error = kronecker(matrix(1,ncol = num\_step\_ahead),y\_f\_aic) - yhat\_f\_aic  
rmsfe\_ar\_aic = sqrt(colMeans(forecast\_error^2, na.rm = TRUE, dims = 1))  
rmsfe\_ar\_aic

## [1] 0.007000978 0.007180999 0.007735637 0.007892120 0.008108322 0.008156490  
## [7] 0.008342269 0.008432837

##2. Using BIC

## Forecasting GNP growth using expanding windows  
## Using BIC  
lag\_choice = NA  
init\_win\_len = 120 # the first 8 years  
num\_step\_ahead = 8 # 1 to 8 steps ahead forecastes   
prediction\_results = expanding\_window(y = DY\_new, init\_win\_len = init\_win\_len, pre\_sel\_num\_lags = lag\_choice, num\_step\_ahead = num\_step\_ahead, sel\_method = 'bic')  
yhat\_f\_bic <- prediction\_results$forecast  
  
y\_f\_bic <- prediction\_results$actual\_value  
  
## Plot  
plot(x = DY\_new\_date[121:n\_obs], y = y\_f\_bic, xlab='time',ylab='GNP Growth',type='l',col="yellow")  
lines(x = DY\_new\_date[121:n\_obs],y = yhat\_f\_bic[,1],lty=2, col = 4)  
lines(x = DY\_new\_date[121:n\_obs],y = yhat\_f\_bic[,8],lty=3, col = 2)
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## Root mean square forecast errors  
forecast\_error = kronecker(matrix(1,ncol = num\_step\_ahead),y\_f\_bic) - yhat\_f\_bic  
rmsfe\_ar\_bic = sqrt(colMeans(forecast\_error^2, na.rm = TRUE, dims = 1))  
rmsfe\_ar\_bic

## [1] 0.006768129 0.007327876 0.007891828 0.008170631 0.008322748 0.008401066  
## [7] 0.008560302 0.008668237

## Aerage  
yhat\_f\_ave = (yhat\_f\_aic + yhat\_f\_bic)/2  
forecast\_error = kronecker(matrix(1,ncol = num\_step\_ahead),y\_f\_bic) - yhat\_f\_ave  
rmsfe\_ave = sqrt(colMeans(forecast\_error^2, na.rm = TRUE, dims = 1))  
rmsfe\_ave

## [1] 0.006800907 0.007213739 0.007799146 0.008014225 0.008197299 0.008265888  
## [7] 0.008442060 0.008540591

#3. Rolling windows

## AIC  
lag\_choice = NA  
init\_win\_len = 120 # the first 30 years  
num\_step\_ahead = 8 # 1 to 8 steps ahead forecastes   
prediction\_results = rolling\_window(y = DY\_new, init\_win\_len = init\_win\_len, pre\_sel\_num\_lags = lag\_choice, num\_step\_ahead = num\_step\_ahead, sel\_method = 'aic')  
yhat\_f\_aic <- prediction\_results$forecast  
  
y\_f\_aic <- prediction\_results$actual\_value  
  
## Plot  
plot(x = DY\_new\_date[121:n\_obs], y = y\_f\_aic,xlab='time',ylab='GNP Growth',type='l',col="yellow")  
lines(x = DY\_new\_date[121:n\_obs],y = yhat\_f\_aic[,1],lty=2, col = 4)  
lines(x = DY\_new\_date[121:n\_obs],y = yhat\_f\_aic[,8],lty=3, col = 2)
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## Root mean square forecast errors  
forecast\_error = kronecker(matrix(1,ncol = num\_step\_ahead),y\_f\_aic) - yhat\_f\_aic  
rmsfe\_ar\_aic = sqrt(colMeans(forecast\_error^2, na.rm = TRUE, dims = 1))  
rmsfe\_ar\_aic

## [1] 0.006532133 0.006869404 0.007297877 0.007496990 0.007556114 0.007561955  
## [7] 0.007672865 0.007741224

## BIC  
lag\_choice = NA  
init\_win\_len = 120 # the first 30 years  
num\_step\_ahead = 8 # 1 to 24 steps ahead forecastes   
prediction\_results = rolling\_window(y = DY\_new, init\_win\_len = init\_win\_len, pre\_sel\_num\_lags = lag\_choice, num\_step\_ahead = num\_step\_ahead, sel\_method = 'bic')  
yhat\_f\_bic <- prediction\_results$forecast  
  
y\_f\_bic <- prediction\_results$actual\_value  
  
## Plot  
plot(x = DY\_new\_date[121:n\_obs], y = y\_f\_bic,xlab='time',ylab='House Price Index Growth',type='l',col="yellow")  
lines(x = DY\_new\_date[121:n\_obs],y = yhat\_f\_bic[,1],lty=2, col = 4)  
lines(x = DY\_new\_date[121:n\_obs],y = yhat\_f\_bic[,8],lty=3, col = 2)
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forecast\_error = kronecker(matrix(1,ncol = num\_step\_ahead),y\_f\_bic) - yhat\_f\_bic  
rmsfe\_ar\_bic = sqrt(colMeans(forecast\_error^2, na.rm = TRUE, dims = 1))  
rmsfe\_ar\_bic

## [1] 0.006767772 0.007373192 0.007748851 0.007883883 0.007847288 0.007784938  
## [7] 0.007838395 0.007868308

yhat\_f\_ave = (yhat\_f\_aic + yhat\_f\_bic)/2  
forecast\_error = kronecker(matrix(1,ncol = num\_step\_ahead),y\_f\_bic) - yhat\_f\_ave  
rmsfe\_ave = sqrt(colMeans(forecast\_error^2, na.rm = TRUE, dims = 1))  
rmsfe\_ave

## [1] 0.006612314 0.007095963 0.007506544 0.007679328 0.007695086 0.007669349  
## [7] 0.007753135 0.007803207

rmsfe\_all\_rolling = rbind(rmsfe\_ar\_aic,rmsfe\_ar\_bic,rmsfe\_ave)  
rmsfe\_all\_rolling

## [,1] [,2] [,3] [,4] [,5]  
## rmsfe\_ar\_aic 0.006532133 0.006869404 0.007297877 0.007496990 0.007556114  
## rmsfe\_ar\_bic 0.006767772 0.007373192 0.007748851 0.007883883 0.007847288  
## rmsfe\_ave 0.006612314 0.007095963 0.007506544 0.007679328 0.007695086  
## [,6] [,7] [,8]  
## rmsfe\_ar\_aic 0.007561955 0.007672865 0.007741224  
## rmsfe\_ar\_bic 0.007784938 0.007838395 0.007868308  
## rmsfe\_ave 0.007669349 0.007753135 0.007803207

#4.

## Forecasting using AR Model with aic selected number of lags  
lag\_choice = NA  
init\_win\_len = 120 # the first 30 years  
num\_step\_ahead = 8 # 1 to 8 steps ahead forecastes   
prediction\_results = expanding\_window(y = DY\_new, init\_win\_len = init\_win\_len, pre\_sel\_num\_lags = lag\_choice, num\_step\_ahead = num\_step\_ahead, sel\_method = 'aic')  
y\_f\_aic <- prediction\_results$actual\_value  
yhat\_f\_aic <- prediction\_results$forecast  
selected\_num\_lags <- prediction\_results$sel\_num\_lags  
  
plot(x = DY\_new\_date[121:n\_obs], y = y\_f\_aic,xlab='time',ylab='GDP growth',type='l',col="yellow")  
lines(x = DY\_new\_date[121:n\_obs],y = yhat\_f\_aic[,1],lty=2, col = 4)  
lines(x = DY\_new\_date[121:n\_obs],y = yhat\_f\_aic[,8],lty=3, col = 2)
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forecast\_error = kronecker(matrix(1,ncol = num\_step\_ahead),y\_f\_aic) - yhat\_f\_aic  
rmsfe\_ar\_aic = sqrt(colMeans(forecast\_error^2, na.rm = TRUE, dims = 1))

# Forecasting by Model averaging and RMSFE comparison  
yhat\_f\_ave = (yhat\_f\_aic + yhat\_f\_bic)/2  
forecast\_error = kronecker(matrix(1,ncol = num\_step\_ahead),y\_f\_bic) - yhat\_f\_ave  
rmsfe\_ave = sqrt(colMeans(forecast\_error^2, na.rm = TRUE, dims = 1))  
  
plot(x = DY\_new\_date[121:n\_obs], y = y\_f\_bic,xlab='time',ylab='Change in number of new infected cases',type='l',col="yellow")  
lines(x = DY\_new\_date[121:n\_obs],y = yhat\_f\_ave[,1],lty=2, col = 4)  
lines(x = DY\_new\_date[121:n\_obs],y = yhat\_f\_ave[,7],lty=3, col = 2)
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rmsfe\_all = rbind(rmsfe\_ar\_aic,rmsfe\_ar\_bic,rmsfe\_ave)  
rmsfe\_all

## [,1] [,2] [,3] [,4] [,5]  
## rmsfe\_ar\_aic 0.007000978 0.007180999 0.007735637 0.007892120 0.008108322  
## rmsfe\_ar\_bic 0.006767772 0.007373192 0.007748851 0.007883883 0.007847288  
## rmsfe\_ave 0.006786340 0.007192845 0.007680859 0.007826290 0.007914883  
## [,6] [,7] [,8]  
## rmsfe\_ar\_aic 0.008156490 0.008342269 0.008432837  
## rmsfe\_ar\_bic 0.007784938 0.007838395 0.007868308  
## rmsfe\_ave 0.007910045 0.008028727 0.008088655